Memory Layout of C Programs

A typical memory representation of C program consists of following sections.

1. Text segment  
2. Initialized data segment  
3. Uninitialized data segment  
4. Stack  
5. Heap
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A typical memory layout of a running process

**1. Text Segment:**   
A text segment, also known as a code segment or simply as text, is one of the sections of a program in an object file or in memory, which **contains executable instructions**.

As a memory region, a text segment may be placed *below the heap or stack* in order to prevent heaps and stack overflows from overwriting it.

Usually, the text segment is ***sharable*** so that only a single copy needs to be in memory for frequently executed programs, such as text editors, the C compiler, the shells, and so on. Also, the text segment is **often read-only**, to prevent a program from accidentally modifying its instructions.

**2. Initialized Data Segment:**  
Initialized data segment, usually called simply the Data Segment. A data segment is a portion of virtual address space of a program, which contains the global variables and static variables that are initialized by the programmer.

Note that, data segment is not read-only, since the values of the variables can be altered at run time.

This segment can be further classified into initialized **read-only area** and initialized **read-write area**.

For instance the global string defined by char s[] = “hello world” in C and a C statement like int debug=1 outside the main (i.e. global) would be stored in initialized read-write area. And a global C statement like const char\* string = “hello world” makes the string literal “hello world” to be stored in initialized read-only area and the character pointer variable string in initialized read-write area.

Ex: static int i = 10 will be stored in data segment and global int i = 10 will also be stored in data segment

**3. Uninitialized Data Segment:**  
Uninitialized data segment, often called the “bss” segment, named after an ancient assembler operator that stood for “*block started by symbol*.” Data in this segment is initialized by the kernel to arithmetic 0 before the program starts executing

uninitialized data starts at the end of the data segment and contains all global variables and static variables that are initialized to zero or do not have explicit initialization in source code.

For instance a variable declared static int i; would be contained in the BSS segment.  
For instance a global variable declared int j; would be contained in the BSS segment.

**4. Stack:**  
The stack area traditionally **adjoined the heap area** and **grows the opposite direction**; when the stack pointer met the heap pointer, free memory was exhausted. (With modern large address spaces and virtual memory techniques they may be placed almost anywhere, but they still typically grow opposite directions.)

The stack area contains the **program stack**, a LIFO structure, typically located in the higher parts of memory. On the standard PC x86 computer architecture it grows toward address zero; on some other architectures it grows the opposite direction. A “stack pointer” register tracks the top of the stack; it is adjusted each time a value is “pushed” onto the stack. The set of values pushed for one function call is termed a “**stack frame**”; a stack frame consists at minimum of a return address.

Stack, where automatic variables are stored, along with information that is saved each time a function is called. **Each time a function is called, the address of where to return to and certain information about the caller’s environment, such as some of the machine registers, are saved on the stack.** The newly called function then allocates room on the stack for its automatic and temporary variables. This is how **recursive functions** in C can work. Each time a recursive function calls itself, a new stack frame is used, so one set of variables doesn’t interfere with the variables from another instance of the function.

**5. Heap:**  
Heap is the segment where dynamic memory allocation usually takes place.

The heap area begins at the end of the BSS segment and grows to larger addresses from there. The Heap area is managed by malloc, realloc, and free, which may use the brk and sbrk system calls to adjust its size (note that the use of brk/sbrk and a single “heap area” is not required to fulfill the contract of malloc/realloc/free; they may also be implemented using mmap to reserve potentially non-contiguous regions of virtual memory into the process’ virtual address space). The Heap area is shared by all shared libraries and dynamically loaded modules in a process.

The **size(1)** command reports the sizes (in bytes) of the text, data, and bss segments. ( for more details please refer man page of size(1) )

**size(1) - Linux man page**

The GNU **size** utility lists the section sizes---and the total size---for each of the object or archive files *objfile*in its argument list. By default, one line of output is generated for each object file or each module in an archive.

*objfile*... are the object files to be examined. If none are specified, the file "a.out" will be used.

Examples:

|  |
| --- |
| #include <stdio.h>    int main(void)  {      return 0;  } |

[narendra@CentOS]$ gcc memory-layout.c -o memory-layout

[narendra@CentOS]$ size memory-layout

text data bss dec hex filename

960 248 8 1216 4c0 memory-layout

 Let us add **one global variable** in program, now check the size of bss (highlighted in red color).

|  |
| --- |
| #include <stdio.h>    int global; /\* Uninitialized variable stored in bss\*/    int main(void)  {      return 0;  } |

[narendra@CentOS]$ gcc memory-layout.c -o memory-layout

[narendra@CentOS]$ size memory-layout

text data bss dec hex filename

960 248 **12** 1220 4c4 memory-layout

Let us add **one static variable** which is also stored in bss.

|  |
| --- |
| #include <stdio.h>    int global; /\* Uninitialized variable stored in bss\*/    int main(void)  {      static int i; /\* Uninitialized static variable stored in bss \*/      return 0;  } |

[narendra@CentOS]$ gcc memory-layout.c -o memory-layout

[narendra@CentOS]$ size memory-layout

text data bss dec hex filename

960 248 **16** 1224 4c8 memory-layout

Let us **initialize the static variable** which will then be stored in Data Segment (DS)

|  |
| --- |
| #include <stdio.h>    int global; /\* Uninitialized variable stored in bss\*/    int main(void)  {      static int i = 100; /\* Initialized static variable stored in DS\*/      return 0;  } |

[narendra@CentOS]$ gcc memory-layout.c -o memory-layout

[narendra@CentOS]$ size memory-layout

text data bss dec hex filename

960 **252 12** 1224 4c8 memory-layout

Let us **initialize the global variable** which will then be stored in Data Segment (DS)

|  |
| --- |
| #include <stdio.h>    int global = 10; /\* initialized global variable stored in DS\*/    int main(void)  {      static int i = 100; /\* Initialized static variable stored in DS\*/      return 0;  } |

[narendra@CentOS]$ gcc memory-layout.c -o memory-layout

[narendra@CentOS]$ size memory-layout

text data bss dec hex filename

960 **256 8** 1224 4c8 memory-layout

[**What does brk( ) system call do?**](http://stackoverflow.com/questions/6988487/what-does-brk-system-call-do)

![simplified image of virtual memory layout](data:image/png;base64,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)

The "break"--the address manipulated by brk and sbrk--is the dotted line at the top of the *heap*. The documentation you've read describes this as the end of the "data segment" because in traditional (pre-shared-libraries, pre-mmap) Unix the data segment was continuous with the heap; before program start, the kernel would load the "text" and "data" blocks into RAM starting at address zero (actually a little above address zero, so that the NULL pointer genuinely didn't point to anything) and set the break address to the end of the data segment. The first call to malloc would then use sbrk to move the break up and create the heap *in between* the top of the data segment and the new, higher break address, as shown in the diagram, and subsequent use of malloc would use it to make the heap bigger as necessary.

Meantime, the stack starts at the top of memory and grows down. The stack doesn't need explicit system calls to make it bigger; either it starts off with as much RAM allocated to it as it can ever have (this was the traditional approach) or there is a region of reserved addresses below the stack, to which the kernel automatically allocates RAM when it notices an attempt to write there (this is the modern approach). Either way, there may or may not be a "guard" region at the bottom of the address space that can be used for stack. If this region exists (all modern systems do this) it is permanently unmapped; if *either* the stack or the heap tries to grow into it, you get a segmentation fault. Traditionally, though, the kernel made no attempt to enforce a boundary; the stack could grow into the heap, or the heap could grow into the stack, and either way they would scribble over each other's data and the program would crash. If you were very lucky it would crash immediately.

I'm not sure where the number 512GB in this diagram comes from. It implies a 64-bit virtual address space, which is inconsistent with the very simple memory map you have there. A real 64-bit address space looks more like this:

![less simplified address space](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkQAAAA4CAQAAAC2li9CAAAAAnNCSVQICFXsRgQAAAAJcEhZcwAADdcAAA3XAUIom3gAAAAZdEVYdFNvZnR3YXJlAHd3dy5pbmtzY2FwZS5vcmeb7jwaAAANiklEQVR42u2be3hV1ZmHX0JCEq4xhARSgiB3wiVRgoggEBBRQRS81HKRBiRcYoCYyMVwUykx2RRqpyhDw8VRQSqDaAUZLzh2YKbljKAt0bEMCAHKTcfO2GfqPDPPb/7Izsk54ZBzQk5iKd/z/pF9dr61vi87a71Za50TREPCQ8z0ebWBLnTkZcECRgeMb0R2PVVyP3N8Xr1Ad1LYJsjn7gDRiUxhKtc17NMyjGuFhk5XQLHPq0Ok0YZcwSamBoiOJJuT9VTJfH7s8+og/WnNPMEGpl8Sm8JpPmQt5xlkQ8YwrlIRkUIWA4moEBHpZNPTK6JYbqsQEaOYRapPq6ac4D/DKyLak8UgIipERD+yKzJykP7EMLRCRIxkFr19WuXwshDMZlsd86fShkyy6SIEN9OS+0kRpDOb+4gUgijGM4VWjBCk0I0+jBI0JpPJdBCCdOIZx3QSSOFRbqGRDWTDRBQsxZ0c41n+mRJBAWXs4yn+g1tcEXXmqGATR/g1r/Etw/za9gmniLid4xSzn7WC+ZTxAU/xJUNcEV3PF4INHOEg2/mWEd52I7hRCCaxp44VbOAAB9nOnxgs2M8uDtCTCXxDKZ/zthC8RRmb8fCNIJt3+ZQ5JFLOetZykQ6CnfyKH/Men/ArnuYUD9lANkxEwVK8yFxBO2YICvi9EDisqiaiD4XgSTbUo4g28rggiZmC+RwXgiJKqonogBAsYFO11sM4Ffgkq3Yicnt/QbCfvUKwm7GCxpykAyl8QWPBDP5HkM3/kSxIqzgrYyO5gp2sFCQj+ggW8nMbyIaJKFiKEZzil8yimaCAn1WdFfmJqFAI+nKqHkU0jHLeYjbNBfNZX3VW5Cei5ULQi7M+LWPYwu8ZXOcKKntP5YRgP5MFzfiaWCHYzGxmsVEIergiesdteSuL2MnX5Al2cq8gmj8LQTabbSAbJqLgSZpwD1s4QePKw+oAIioSgoF8VH8iEkQxlk2UE1l5WB1ARI4Q9OcTb6s2HGAZUWHIX9X754L9ZAqi+JJ4IXiVqWSxVQjSXBFtFoJplDGZ9qw2ERkmoitLsZnRgmgu0KYGEf2WFkTwN6yoxxVRKWMETThH2xpEVEZLGvETVnrb5fMcMcQQQ5M6i6iy9+JKEQm2kiNI4hwJJHCKBMEKPxGVskAQxQEeNxEZJqIrSTGWi+yjjNVVb98HENF2zvMp/06nehTRnVxgH0fcw+rLiWg7FyjjOJ297fZ4u/ioziL6kPOUUU43HxHdwkX+lT+xWghWcJZDbOMrHxHdxil28CZ/x2lSTESGiejKNkT9aRE0qi0DiK7nSiLpT8ugUUn1VQkbmM73GEhMtfvNGEh7IYgng3i6k8lv/SKakiqI4ubqbQ3DRGTUWkRBImI5zlwm4SHXnpdhIjLq43H/kNuCxtzAPJbQ0Z6WYSIyDMNoOBGxNrx4QmLhzoU7rzwuvLWEmrchagk9byCcqxCMgFxzzz7cavOExAzNqENceGsJNW9D1BJ63kA4VyG2GAjMNffsTUQmIhORichEZCIyERkmIhORichEZCIyEX1HIirVhyHnfUXdvPd+oLww1RKogsvnraJ6BeETUVdlm4iuGhGtVE6N38/UXSYiX/L0DyGLqGLqVY8L3+SvorNe/Y5FFKgCE5ERqojylGwiCu+Ea3gRLVecxml3UBH9re7Wg1rtJ6IczdBI5es3daolcAWXz+srIv8KwimiKRqmDE13/+KOUpruVZEcOcrXSA3QJDlydLee0CANUK6JqIFFVKLJytAoLVKRMtRcY+XoKU1QusbqaTlylKMM3axcr4hWaKSWm4g8mqRoddVrQUXkO/UuFVF4Jn8VL6mdFusfg4hoh1oqW3lK9BNRCz2oxUpy5XiltQSu4PJ5fUXkX0E4RZSghzRJUVouRz3UX4+oh9LlqEBNNVFTFa+5chSndhqvoYrWEhNRg4poijpomoarq4o1Xq01R46SNFIz1FfD5ahAzTVW4xWtpcrUXVqhZD1oKyKPPPoX3aCXdDCIiPyn3qUiCs/kr+3WLEdT5JFH2X4iukkeeVTsfq2PlWKgvL4i8q8gnCK6XY4cdVS2nlK8SuToGUVphQo1T45K1E/j5ChO98mRozQ9YCJqUBFlqr+KVKxc79asWFly5GiiOsnRXe5v8AHNV6ZuUzvdYVuz2mzN/KfepSIK1+SvnYgGaK088midn4iy5JFH7ytKv64nEQXK6ysi/wrCKaJHvWdFkxWjZCUrWc2VpyKNVnd1ULwrojw5cnS/0kxEDSqiJUpXM6Vqps8Z0SNKUwe1Vyc56qwZPtKKVF+lqMREFLqI/KfepSIK1+SvnYgmao488mixn4hGyiOPNqpnva2IAuX1FZF/BeE/rO6qbOXrevfuQhUrUz1VKEeDXRFNliNHQzXKRNSgIlqqIj2jSYrRUldEc9VMuSrRLHWSo1s0QY4czVG+MpWpYrVzV68mopBE5D/1LhVRuCa/b1Xrg4ponVL0ov5evfxE1FLrtFfD3J+gLs9lfS3y+orIv4L6EZGjthqnIj2sTnI0WJlyNF9xukOO4tRZhXrMuzIyETWUiIZoiFZpqeK0THmK17OarbZ6VsuUpmSVaLo6aKGWKF6L3MPqxxSrpSYijzzqqsU6EERE/lPvUhGFa/JX8X21rGFNVJH3N5qklkrUYt3rvbdABeqmphqu9+tYS6AKLp+3iuoVhE9EQzXP5+scJStWvVUgRwvVWYnK1HjFaKHiNFwt1DQM6yETUe1EtFipaq72miBHKxWvznI0QNcpTY+qhcapWEPVTO00Xo4e0A/kyNEojTMReeTRCmVoZxAR+U+96nHhm/z2yeq6UiJHcSq0zxHZJ6vtk9Umou/2XzxMRCYiE5GJ6DsX0RT9yERkIjIRmYjsn15NRCYiE5GJyERkIjIRmYhMRCaivzYRzQsvnpAoXFO45srjwltLqHkbopbQ8wbCuQrBCMg19+ztj49hGH9tOzPDMAwTkWEYJiLDMAwTkWEYJiLDMAwTkWEYJiLDMAwTkWEYJiLDMIyrQUTE0S/EyEFEhSFfc24KMXIAsbXquZcgg6Y+d4bWGB/FIJ+nkGzDzzDc+UA8BUFCWpNf4/eD9lAtfgTvhhh5gYRqd4YyutY/YjofhRj5b3SrRb9JbBYcoZev14O0OOu9bsZ2G36GUSmizhwNEtKVz2v8ftAewiiiBRT9xYjopwy6chEJihhmA9AwKkR0iD/zRg0BjTnMf7NL0J13+AOv01WQz1xBNLvoEawHb0+RFFHOIZYHExF38wknWVIhIrLZxzFKiWQEJznNfMEM9nGMjaFs3UjnMA5n+JiRQUWUxxHKeZoIwWT28znPCv9rNzYBjxAc4XGOUM6PiKgUEVm8y3G2ECNYzAO8x3Gep1GFiIhiIxMFHXnbBqBhVIioJ8eIrjEklaNEC/6JXFrzBJ/RhHiOkcoq1iiEHtx+xnGYDG7laM0iogkXmEp7tiISyOA47WnFOzxMBE/iEMlNnKA9rdjLxJBEJH5KMoWUBxWRh76M5jS3kshpupDAYW72vfbGjuJFV0SHSGMU5QytEBGpnOF6WvIG0wSlfMaNtOYoI0niLFHsYq3bx0kbgIYRYGvG63zg8gv/rRlJnKQjHenEH+ghGMVnHCY69K0Zm5ghBCuqRESeN98H9HTv3cH7QtATkUATYomgD++xuHJrRhOaEkFv3qUwJBH9L62EoLzymJx+PnlzfEQ0XQgcVtGaPzKV69xTMu+1N7aAJ10RzXQ3WiWuiKJoSgS92M0zglIcIdhIFklcZBdf0Mjt4xDX2xA0jEtFlEhblzbVRDSGc+x06SuI5QwltTkj4iMGCsH9PiJq6c3XtnKbxRMVKwYi+JYE2rOH37HRT0TfYze/Y2PIIvrCvXqTh73vX1XlbeEjoooKJ7JLMJCX+YpddPK/9p4QTXNFNFgIHuItV0RteYMjbOZtV0QVcaVkkYRYwqcVdwRvM8SGoGFcKqItvO5SWk1ErTgmBI34IdGC51jDCdJrIaLVLBKCEh8RzfLme52u7r0MPhaCmxAJrGGdEPzER0SreUEI1oQoItFOEMF5krzbzaq803xENE8I1pFLR0YKovgZq32vvbE5PO2KKF8IniPPFdFKNgvBKldEWT4iOicYysUKzVNGog1BwxDQkT/S1/uyCz1cOnvv3cDX9BG8xW5GsIZfCEZwiCju4xOa+PdQQ6rhnGcWczjuI6Ikb74exLj3GnGG5xnDAb4hgVx205fHOMNWIslnL/HksMe9t43IEET0X+xlNC9xwHsv1idvoo+IyphMPl/RiUTOMZUhfMCDvtfe2Nsq3n7nCJ/yCHl8SRdXRNN5j77M5iQ7iaomorPuNm2LoFHlSs0wrnkRCZ5nW5CgF9gqiMNhN3m0FkwjVQhm0zuUHtx+vs8bvMiNTAkS153N/JLxPEpTmlPIa4yhN3voQRfeZCbNeZLXGEMqeypPlmrorS0TeYTdrKtcD102MocMXmEHI4TgTkp5lSwa+1+7sc35mMaC2WTwMju4XQiWCWJZxA7upRu76cc9pAvBPaTTzF09tWYZLUjjFRuAhuGKyLjCR7eQCXVq//PgEjUME5FR86OLrctno2nLenuGhlHB/wNu0yYL7Q3gvwAAAABJRU5ErkJggg==)

This is not remotely to scale, and it shouldn't be interpreted as exactly how any given OS does stuff (after I drew it I discovered that Linux actually puts the executable much closer to address zero than I thought it did, and the shared libraries at surprisingly high addresses). The black regions of this diagram are unmapped -- any access causes an immediate segfault -- and they are *gigantic* relative to the gray areas. The light-gray regions are the program and its shared libraries (there can be dozens of shared libraries); each has an *independent* text and data segment (and "bss" segment, which also contains global data but is initialized to all-bits-zero rather than taking up space in the executable or library on disk). The heap is no longer necessarily continous with the executable's data segment -- I drew it that way, but it looks like Linux, at least, doesn't do that. The stack is no longer pegged to the top of the virtual address space, and the distance between the heap and the stack is so enormous that you don't have to worry about crossing it.

The break is still the upper limit of the heap. However, what I didn't show is that there could be dozens of independent allocations of memory off there in the black somewhere, made with mmap instead of brk. (The OS will try to keep these far away from the brk area so they don't collide.)